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**TASK-1:** Use AI to add Google-style docstrings to all functions in a  
given Python script.  
• Instructions:  
o Prompt AI to generate docstrings without providing any  
input-output examples.  
o Ensure each docstring includes:  
▪ Function description  
▪ Parameters with type hints  
▪ Return values with type hints  
▪ Example usage  
o Review the generated docstrings for accuracy and formatting.

**Prompt:** Give two simple python functions and generate google type doc string as in line comments.

**CODE GENERATED:**

def add\_numbers(a: int, b: int) -> int:

    """

    Adds two integers and returns the result.

    Args:

        a (int): The first integer.

        b (int): The second integer.

    Returns:

        int: The sum of a and b.

    Example:

        >>> add\_numbers(5, 7)

        12

    """

    return a + b

def is\_palindrome(word: str) -> bool:

    """

    Checks whether a given word is a palindrome.

    Args:

        word (str): The word to check.

    Returns:

        bool: True if the word is a palindrome, False otherwise.

    Example:

        >>> is\_palindrome("madam")

        True

    """

    return word == word[::-1]

# Example usage and outputs

result1 = add\_numbers(5, 7)

print("add\_numbers(5, 7) =", result1)  # Output: 12

result2 = is\_palindrome("madam")

print("is\_palindrome('madam') =", result2)  # Output: True

result3 = is\_palindrome("hello")

print("is\_palindrome('hello') =", result3)  # Output: False

**OUTPUT:**

**![A black background with white text

AI-generated content may be incorrect.](data:image/png;base64,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)**

**OBSERVATION :**

The AI added **Google-style docstrings** to the given functions. Each function now has a clear description, parameters with type hints, return type, and an example usage. This makes the code easier to understand and maintain.

TASK -2: Use AI to add meaningful inline comments to a Python  
program explaining only complex logic parts.  
• Instructions:  
o Provide a Python script without comments to the AI.  
o Instruct AI to skip obvious syntax explanations and focus  
only on tricky or non-intuitive code sections.  
o Verify that comments improve code readability and  
maintainability.

PROMPT:

Add meaningful inline comments to the following Python script, explaining only the complex or non-intuitive parts of the code. Skip obvious syntax explanations. Provide the updated script with comments.

CODE GENERATED:

def find\_missing\_number(nums):

    """

    Finds the missing number in a list containing numbers from 0 to n with one missing.

    Args:

        nums (list of int): List of n numbers ranging from 0 to n with one missing.

    Returns:

        int: The missing number.

    """

    n = len(nums)

    total\_sum = n \* (n + 1) // 2  # Sum of all numbers from 0 to n using formula

    # The tricky part: sum(nums) gives the sum of present numbers, so subtracting

    # it from total\_sum directly gives the missing number

    return total\_sum - sum(nums)

# Example usage

numbers = [0, 1, 2, 4, 5]

missing = find\_missing\_number(numbers)

print("Missing number:", missing)  # Output: 3

OUTPUT:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMwAAAAXCAYAAABH26AeAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASvSURBVHhe7Zktj6tKGICfc3PlmJpmRRWma1ahUV1JgtqkfwDVpBbZILFNjuIPkKwiGdlVaFTNqUFVYWrw9wqmFFi6ZbvdZns6T0LSDG/nZT7er5lfDw8P/6HRaHrxT7tBo9EcRxuMRvMJtMFoNJ/gMgZj+URSIuUSt/3u0lxT1w/B8qO7Gu9P5jIGo9HcCb+6T8lcltLBICO254T7Zssn8kxEu13zrVh+hGfmtzXn7hLpGM22IiWYLkiarTfFiQhj8FTLA6znMaL+WqM5RjjHtu3aE5MJEy/ysdqyN0R3hLF8Im/MJs0xB2vseQhY+NEMNjmmSentqoijOOpB9hFrT0EaTFk0BE/I9NBl+RHeeEMw3fJS66tIA6Z1Ze2+Krq+q5s+urojQznOYRowXT2X8xy8MfAcDKV/+yJxjMMYqfpZ83REV4mFH3mYh0lqjsddIp1hUwdAZ8ag1qNjns+lez5ui48jzGpNZkzwLcB9wczfWKx2FAwZWUCyYKo8SJy1/7xHTXwW17zNG4NZ3dP0kOmlCxAmnpywC1Q/cYYwPZb7SKmMhTRQegLSArVp+hlLxSldPRnPJuyCgLQQjGcRDjF2nIEY87yfgGLIRDoQH9PlspQeZn6YwyAF04vK9asQmJ4sdVTjN3Dant99Kg2z/g2aEwZDyDoTjJ8t3CeDbH2GX7BGDKH135B53Wv1kfkEWVzb+OGaDBiOylUv08qMt0ogYfGWvUs/+/KRrn4IRP5W9SFETjzfz4Ng8Lj/Kchjm+pV+EpagDEpN7rlT8qasxKAZPGbtBCYL82BFWmgsgaAhNWmADFgrwoOY6HYsDpnEdpYPjNTUKSvNxtdOGowjwMEOdsEwtcUxjMmRsY59kKyJQcMRx73vH1kevPxdz4O3idiJQW7P+22U3ysqy8NR1Hs6P6Mtq6EbQ6IAQkWz2MB2bq1GZXMcNSIHvm2aQHJYor9Lk0Kmds29plOC1Q0lxIpJdIzEVncSiFvj26DqZOs2CCg4Rlqnu8kIXOV9hiOmjzZThP6yFyG8DWlwGBSdW7hT4zLedIr8mdXqF+PDARgOGruDk/7oOqq1NJo27aJcb5tXa/FaYMhYTG1v+gZyj5s28YOUgpER27dR+YCPA4QgDA9tak8TC5X2F6Tx4GAYgf8YVcAjRqw9vyQsYXzmIwyxb9VOg3GGg3bTZcjWTBVBnE0SvWROQsVTdob65obal9MfxmXJwPIt0dTr6/hspQS2T4MuHM6DeZDVL3Ru7B1l0StMFEW3rWaoY/MRfiOjXWcZJs3DxO6LvPOxF2qi2VVvIevKYUw8b5eBJZc/JTMwo/Kbz4cuNwe/7YbPkN5rl4vok08KfHqdwThnN9+hJReTa517t9DppeuHoTzmCfpVP+tk9VPoS5BOCcYRXiORDqoMQWMIo9xW/YDktWGmWniSImzbyxSArsWGZMF06Q8npelsoqzxhWuyRwD48za7v16qdO5nuv0U+m+uPxrOX4Z5y4ljtH/4lJzn3w+Jbtl1H1PsVm9q1kOJ04azXHuy2BU/SXGz80aRl2q3eLRsua63FlKxiEta7V+pg7S3C93aDAazfncV0qm0XyR/wHpaqTotEnWLgAAAABJRU5ErkJggg==)

OBSERVATION:

The AI added helpful inline comments only to the tricky parts of the code. This makes it easier to understand the non-obvious logic without cluttering the code with explanations for basic syntax.

**TASK – 3:**

Use AI to create a module-level docstring summarizing the  
purpose, dependencies, and main functions/classes of a Python  
file.

• Instructions:  
o Supply the entire Python file to AI.  
o Instruct AI to write a single multi-line docstring at the top  
of the file.  
o Ensure the docstring clearly describes functionality and  
usage without rewriting the entire code.

PROMPT:

Write a module-level docstring for the following Python file. The docstring should summarize the file’s purpose, its dependencies, and list the main functions or classes. Include a brief usage example. Do not modify or rewrite the existing code.

CODE GENERATED BEFORE DOCSTRING:

def is\_prime(n):

    if n < 2:

        return False

    for i in range(2, int(n\*\*0.5) + 1):

        if n % i == 0:

            return False

    return True

AFTER ADDING DOCSTRING:

"""

Module: prime\_utils.py

Purpose:

    This module provides a utility function to check whether a given number is prime.

Dependencies:

    - None (uses only standard Python features)

Main Functions:

    - is\_prime(n: int) -> bool:

        Determines whether a given number is prime.

Usage:

    Import this module and call the function with appropriate arguments.

    Example:

        >>> is\_prime(7)

        True

        >>> is\_prime(10)

        False

"""

def is\_prime(n: int) -> bool:

    """Check if a number is prime.

    A prime number is a number greater than 1 that has no divisors other than 1 and itself.

    Args:

        n (int): The number to check.

    Returns:

        bool: True if n is prime, False otherwise.

    Example:

        >>> is\_prime(7)

        True

        >>> is\_prime(10)

        False

    """

    if n < 2:

        return False

    for i in range(2, int(n\*\*0.5) + 1):

        if n % i == 0:

            return False

    return True

# Example usage with dynamic input

if \_name\_ == "\_main\_":

    num = int(input("Enter a number to check if it is prime: "))

    if is\_prime(num):

        print(f"{num} is a prime number")

    else:

        print(f"{num} is not a prime number")

OBSERVATION:

The AI created a clear module-level docstring that describes what the Python file does, its dependencies, the main functions/classes, and gives a short usage example. This helps anyone reading the file understand its purpose quickly without diving into the code.

TASK -4:

Use AI to transform existing inline comments into  
structured function docstrings following Google style.  
• Instructions:  
o Provide AI with Python code containing inline comments.  
o Ask AI to move relevant details from comments into  
function docstrings.  
o Verify that the new docstrings keep the meaning intact  
while improving structure.

PROMPT:

Convert the inline comments in this Python code into structured Google-style docstrings for each function. Keep the meaning of the comments intact and include descriptions for parameters and return values.

ORIGINAL CODE WITH IN-LINE COMMENTS:

def factorial(n):

    # Factorial of 0 is 1

    if n == 0:

        return 1

    # Initialize result to 1

    result = 1

    # Multiply result by each number from 1 to n

    for i in range(1, n + 1):

        result \*= i

    # Return the factorial of n

    return result

CODE TRANSFORMED TO DOCSTRING:

def factorial(n: int) -> int:

    """Compute the factorial of a non-negative integer.

    The factorial of a number n (denoted as n!) is the product of all positive

    integers less than or equal to n. By definition, factorial of 0 is 1.

    Args:

        n (int): A non-negative integer whose factorial is to be computed.

    Returns:

        int: Factorial of n.

    Example:

        >>> factorial(5)

        120

        >>> factorial(0)

        1

    """

    if n == 0:

        return 1

    result = 1

    for i in range(1, n + 1):

        result \*= i

    return result

OBSERVATION:

The AI successfully transformed the inline comments into clear Google-style docstrings. Each function now has a proper description with arguments and return details, making the code more readable and professional.

TASK -5:

Use AI to identify and correct inaccuracies in existing  
docstrings.  
• Instructions:  
o Provide Python code with outdated or incorrect  
docstrings.  
o Instruct AI to rewrite each docstring to match the current  
code behavior.  
o Ensure corrections follow Google-style formatting.

PROMPT:

Review the following Python code and update the existing docstrings so they accurately describe the current function behavior. Use Google-style formatting for the corrected docstrings

CODE INPUT WITH INACCURATE DOCSTRING :

def square\_number(x: int) -> int:

    """

    Multiplies two numbers and returns the result.   # ❌ Incorrect

    Args:

        x (int): The first number.

    Returns:

        int: The product of two numbers.             # ❌ Wrong description

    """

    return x \* x

def greet(name: str) -> str:

    """

    Returns the length of the given string.          # ❌ Incorrect

    Args:

        name (str): Input string.

    Returns:

        int: The length of the string.               # ❌ Wrong return type

    """

    return f"Hello, {name}!"

AI-CORRECTED DOCSTRING:

def square\_number(x: int) -> int:

    """

    Returns the square of a number.

    Args:

        x (int): The number to be squared.

    Returns:

        int: The square of the input number.

    Example:

        >>> square\_number(4)

        16

    """

    return x \* x

def greet(name: str) -> str:

    """

    Generates a greeting message for the given name.

    Args:

        name (str): The name of the person to greet.

    Returns:

        str: A greeting message including the person's name.

    Example:

        >>> greet("Alice")

        'Hello, Alice!'

    """

    return f"Hello, {name}!"

OBSERVATION:

The AI corrected the outdated docstrings to match what the functions actually do. Now, the docstrings are accurate, consistent with the code, and follow Google-style formatting, which improves clarity and reliability.

**TASK-6:**

Compare documentation output from a vague prompt and a  
detailed prompt for the same Python function.  
• Instructions:  
o Create two prompts: one simple (“Add comments to this  
function”) and one detailed (“Add Google-style docstrings  
with parameters, return types, and examples”).  
o Use AI to process the same Python function with both  
prompts.  
o Analyze and record differences in quality, accuracy, and  
completeness.

VAGUE PROMPT:

def factorial(n: int) -> int:

    if n == 0 or n == 1:

        return 1

    return n \* factorial(n - 1)

"Add comments to this function"

Detailed Prompt:

Add Google-style docstrings with parameters, return types, and examples.

CODE WITH PRAGUE PROMPT:

def factorial(n: int) -> int:

    # Check if n is 0 or 1

    if n == 0 or n == 1:

        return 1

    # Recursive call to calculate factorial

    return n \* factorial(n - 1)

CODE WITH DETAILED PROMPT:

def factorial(n: int) -> int:

    """

    Calculates the factorial of a non-negative integer using recursion.

    Args:

        n (int): A non-negative integer for which to calculate the factorial.

    Returns:

        int: The factorial of the given integer.

    Example:

        >>> factorial(5)

        120

    """

    if n == 0 or n == 1:

        return 1

    return n \* factorial(n - 1)

OBSERVATION:

• The vague prompt produced only inline comments that explain what the code does step by step.

• The detailed prompt produced rich, structured documentation that is more useful for developers and aligns with industry standards.